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#### This assignment is designed to perform prediction analysis on a large dataset, in order to predict the class of 20 test cases. Details can be found on the website, included below, and can be summed up by the following. Six participants were asked to perform one set of 10 repetitions of the Unilateral Dumbbell Biceps Curl in five different fashions: exactly according to the specification (Class A), throwing the elbows to the front (Class B), lifting the dumbbell only halfway (Class C), lowering the dumbbell only halfway (Class D), and throwing the hips to the front (Class E). My algorithm uses the “KNN: K nearest neighbor” approach to classify the existing 19,000+ cases into their appropriate class, where I will validate the efficiveness by comparing the predicted class to the actual class. From there, I will use my algorithm to classify the test cases into their predicted class, verifying the accuracy using the follow up quiz.

##### HAR website with background and more details: <http://web.archive.org/web/20161224072740/http:/groupware.les.inf.puc-rio.br/har>

#### Data exploration begins below

##### Read in training data:

Train <- read.csv("https://d396qusza40orc.cloudfront.net/predmachlearn/pml-training.csv")  
Trainset <- Train  
Trainsetsub <- subset(Train, select = -c(X,user\_name,raw\_timestamp\_part\_1,raw\_timestamp\_part\_2,cvtd\_timestamp,new\_window,num\_window))

##### Read in test data:

Test <- read.csv("https://d396qusza40orc.cloudfront.net/predmachlearn/pml-testing.csv")  
Testset <- Test  
Testsetsub <- subset(Testset, select = -c(X,user\_name,raw\_timestamp\_part\_1,raw\_timestamp\_part\_2,cvtd\_timestamp,new\_window,num\_window))

##### Summary of different classes in training data:

summary(Train$classe)

## A B C D E   
## 5580 3797 3422 3216 3607

##### Preprocessing and exploratory data analysis:

Trainbelt <- subset(Trainsetsub[,grepl("belt", names(Trainsetsub))])  
Trainbelt <- cbind(Trainbelt, userID = Trainsetsub$classe)  
#remove columns with little to no data  
Trainbelt <- Trainbelt[,c(1:4,30:39)]  
  
Trainarm <- subset(Trainsetsub[,grepl("\_arm", names(Trainsetsub))])  
Trainarm <- cbind(Trainarm, userID = Trainsetsub$classe)  
#remove columns with little to no data  
Trainarm <- Trainarm[,c(1:4,15:23,39)]  
  
Traindumbell <- subset(Trainsetsub[,grepl("dumbbell", names(Trainsetsub))])  
Traindumbell <- cbind(Traindumbell, userID = Trainsetsub$classe)  
#remove columns with little to no data  
Traindumbell <- Traindumbell[,c(1:3,19,30:39)]  
  
Trainforearm <- subset(Trainsetsub[,grepl("forearm", names(Trainsetsub))])  
Trainforearm <- cbind(Trainforearm, userID = Trainsetsub$classe)  
#remove columns with little to no data  
Trainforearm <- Trainforearm[,c(1:3,19,30:39)]

#### Exploratory data analysis: The below graphs break up activity up by classe for the 4 different categories: trainbelt, trainarm, traindumbbell, trainforearm. This gives us an idea of what variables are correlated with the different classes. The graphs highlight the class breakdown by the following exercises, in order: roll, pitch, yaw, total accel, gyros belt x, gyros belt y, gyros belt z, accel belt x, accell belt y, accell belt z, magnet belt x, magnet belt y, and magnet belt z.

##### Train belt:
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##### Train arm:
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##### Train dumbbell:
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##### Train forearm:

![](data:image/png;base64,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)

#### Prediction begins: We can now begin formatting and setting up the data for prediction analysis.

##### Begin cleanup for prediction

Trainsetsub1 <- Trainsetsub[,c(1:4,30:42,53:61,77:79,95,106:117,133,144:152,153)]  
  
Trainsetsub1$ID <- seq.int(nrow(Trainsetsub1))  
  
View(colnames(Trainsetsub1))

##### Generate a random number that is 90% of the total number of rows in dataset

set.seed(100)  
subset <- sample(1:nrow(Trainsetsub1), 0.9 \* nrow(Trainsetsub1))

##### Create normalization function

normalize <-function(x) {(x -min(x))/(max(x)-min(x))}

##### Run nomalization on first 52 columns of dataset because they are the predictors, note this drops classe column and shows the normalized values between 0-1

Training1<- as.data.frame(lapply(Trainsetsub1[,c(1:52)], normalize))  
summary(Training1[1:5])

## roll\_belt pitch\_belt yaw\_belt total\_accel\_belt  
## Min. :0.0000 Min. :0.0000 Min. :0.0000 Min. :0.0000   
## 1st Qu.:0.1572 1st Qu.:0.4958 1st Qu.:0.2554 1st Qu.:0.1034   
## Median :0.7433 Median :0.5261 Median :0.4652 Median :0.5862   
## Mean :0.4888 Mean :0.4832 Mean :0.4702 Mean :0.3901   
## 3rd Qu.:0.7957 3rd Qu.:0.6090 3rd Qu.:0.5373 3rd Qu.:0.6207   
## Max. :1.0000 Max. :1.0000 Max. :1.0000 Max. :1.0000   
## gyros\_belt\_x   
## Min. :0.0000   
## 1st Qu.:0.3098   
## Median :0.3282   
## Mean :0.3173   
## 3rd Qu.:0.3528   
## Max. :1.0000

##### Add classe back in

Training1$classe <- Trainsetsub1$classe

##### Extract training and test set

Training1\_train <- Training1[subset,]   
Training1\_test <- Training1[-subset,]

##### Extract 53rd column of train dataset because it will be used as ‘class’ argument in knn function.

Training1\_target\_category <- Training1\_train[c(53)]  
Training1\_train <- Training1\_train[-c(53)]

##### Extract 53rd column of test dataset to measure the accuracy

Training1\_test\_category <- Training1\_test[c(53)]  
Training1\_test<- Training1\_test[-c(53)]

install.packages("class")  
library(class)   
install.packages("gmodels")  
library(gmodels)

##### Format the datasets to data frames

Training1\_train <- as.data.frame(Training1\_train)  
Training1\_test <- as.data.frame(Training1\_test)  
Training1\_target\_category <- as.data.frame(Training1\_target\_category)

##### Run knn function using train, test and category datasets

knnpred <- knn(Training1\_train,Training1\_test,cl=Training1\_target\_category$classe,k=3)

##### Create a confusion matrix

confm <- table(knnpred,Training1\_test\_category$classe)  
confm

##   
## knnpred A B C D E  
## A 543 4 0 0 0  
## B 2 386 1 1 1  
## C 0 6 330 7 0  
## D 1 3 0 294 3  
## E 0 1 1 0 379

##### This function divides the correct predictions by total number of predictions to tell us how accurate the model is

accuracy <- function(x){sum(diag(x)/(sum(rowSums(x)))) \* 100}  
accuracy(confm)

## [1] 98.42078

##### Validation Table

crosstable <- CrossTable(x = knnpred, y = Training1\_test\_category$classe, prop.chisq = FALSE)

## Total Observations in Table: 1963   
##   
## | Training1\_test\_category$classe   
## knnpred | A | B | C | D | E | Row Total |   
## -------------|-----------|-----------|-----------|-----------|-----------|-----------|  
## A | 543 | 4 | 0 | 0 | 0 | 547 |   
## | 0.993 | 0.007 | 0.000 | 0.000 | 0.000 | 0.279 |   
## | 0.995 | 0.010 | 0.000 | 0.000 | 0.000 | |   
## | 0.277 | 0.002 | 0.000 | 0.000 | 0.000 | |   
## -------------|-----------|-----------|-----------|-----------|-----------|-----------|  
## B | 2 | 386 | 1 | 1 | 1 | 391 |   
## | 0.005 | 0.987 | 0.003 | 0.003 | 0.003 | 0.199 |   
## | 0.004 | 0.965 | 0.003 | 0.003 | 0.003 | |   
## | 0.001 | 0.197 | 0.001 | 0.001 | 0.001 | |   
## -------------|-----------|-----------|-----------|-----------|-----------|-----------|  
## C | 0 | 6 | 330 | 7 | 0 | 343 |   
## | 0.000 | 0.017 | 0.962 | 0.020 | 0.000 | 0.175 |   
## | 0.000 | 0.015 | 0.994 | 0.023 | 0.000 | |   
## | 0.000 | 0.003 | 0.168 | 0.004 | 0.000 | |   
## -------------|-----------|-----------|-----------|-----------|-----------|-----------|  
## D | 1 | 3 | 0 | 294 | 3 | 301 |   
## | 0.003 | 0.010 | 0.000 | 0.977 | 0.010 | 0.153 |   
## | 0.002 | 0.007 | 0.000 | 0.974 | 0.008 | |   
## | 0.001 | 0.002 | 0.000 | 0.150 | 0.002 | |   
## -------------|-----------|-----------|-----------|-----------|-----------|-----------|  
## E | 0 | 1 | 1 | 0 | 379 | 381 |   
## | 0.000 | 0.003 | 0.003 | 0.000 | 0.995 | 0.194 |   
## | 0.000 | 0.002 | 0.003 | 0.000 | 0.990 | |   
## | 0.000 | 0.001 | 0.001 | 0.000 | 0.193 | |   
## -------------|-----------|-----------|-----------|-----------|-----------|-----------|  
## Column Total | 546 | 400 | 332 | 302 | 383 | 1963 |   
## | 0.278 | 0.204 | 0.169 | 0.154 | 0.195 | |   
## -------------|-----------|-----------|-----------|-----------|-----------|-----------|

##### Predicting test set data into appropriate classe, output suppressed to honor course code

#Subset same columns as test set  
Testset1 <- Testsetsub[,c(1:4,30:42,53:61,77:79,95,106:117,133,144:152,153)]  
#normalize  
Testset12<- as.data.frame(lapply(Testset1[,c(1:52)], normalize))  
#predict  
knntest <- knn(Training1\_train,Testset12,cl=Training1\_target\_category$classe,k=3)

#### Conclusion: My knn algorithm was able to predict the class of the 20 test cases with 75% accuracy. The accuracy on the train dataset was 98%. This leads me to the conclusion that my knn algorithm was accurate, but overfit the train model and was not able to accurately predict on the test dataset to the same accuracy. More work needs to be done on my knn algorithm to be more accurate on test datasets, but it is a good start to learning and practicing machine learning techniques. Thank you for reading!